Turing Tales

Edgar G. Daylight
Contributions by Arthur C. Fleck and Raymond T. Boute

Edited by Kurt De Grave.

~ A

LONELY SCHOLAR"

SCIENTIFIC BOOKS




First edition
Version 1.0

© 2016 Edgar G. Daylight
Daylight can be contacted at egdaylight@dijkstrascry.com.

Published by Lonely Scholar bvba
Dr. Van De Perrestraat 127

2440 Geel

Belgium
http:/fwww.lonelyscholar.com

Typeset in IXIEX

All rights reserved. No part of the publication may be reproduced in any
form by print, photoprint, microfilm, electronically, or any other means
without written permission from the publisher.

Alle rechten voorbehouden. Niets uit deze uitgave mag worden vermenig-
vuldigd en/of openbaar gemaakt worden door middel van druk, fotocopie,
microfilm, elektronisch of op welke andere wijze ook zonder voorafgaande
schriftelijke toestemming van de uitgever.

D/2016/12.695/1
ISBN 978-94-91386-06-0
NUR 980, 686



1. Introduction

Researchers from computer science, linguistics, physics, and other
disciplines have a tendency to speak about their mathematical models
as if they coincide with reality. The following statement, for example, is
not uncommon in physics:

Kurt Godel proved that time travel is possible.

Careful researchers, by contrast, will stress at least once in their writings
that:

Kurt Godel proved that time travel is in principle possible
according to his mathematical model.

More sentences of the first kind are presented in this book with regard
to computer science. They show that researchers frequently fuse their
mathematical models with their engineered systems.

Mistaking the category of mathematical objects for the category of
concrete physical objects amounts to making a category mistake. Some
category mistakes are less innocent than others, as Chapter 6 — A Titanic
Turing Tale — will reveal. For example, it is easy to find computer science
papers in which the authors explicitly and incorrectly state that they have
mathematically proved that certain systems cannot be engineered. While
many people would like computer science theory to take precedence over
software engineering, nobody wants this ideal if the price to pay is faulty
reasoning. Rectifications are required and as a brief indication of where I
am heading, Sections 1.2 and 1.3 in the present introduction contain my
scrutiny of statements made by Michael Hicks and referees of computer
science’s flagship journal, the Communications of the ACM.

Category mistakes are discussed at length in the second part of this book,
while the first part reveals another tendency in computer science: that
of constructing a set of foundations in which ideas that had not been
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understood as connected when they were put forward are retrospectively
integrated. Later generations of computer scientists then assume
that these things have always been related. The connection between
universal Turing machines and computers is one notable example. Many
computer scientists who have given invited talks about the history of
their discipline have made statements of the following kind:

During the 1950s, a universal Turing machine became widely
accepted as a conceptual abstraction of a computer.

Other scholars, by contrast, will refrain from making such general and
appealing claims. Instead, they will focus on specific actors and write
the following, for example:

By 1955, Saul Gorn viewed a universal Turing machine as a
conceptual abstraction of his computer.

The subject of the first sentence is not a historical actor, unlike the subject
of the second sentence. If you happen to prefer the first sentence and tend
to write sentences of this kind, then it is likely that your exposition will,
at best, capture a development of ideas that is detached from the people
who shaped the discipline under investigation. As a result, neither you
nor your readership will realize that a universal Turing machine had
different meanings for different actors, nor will it become apparent that
the meaning of a Turing machine changed over time for each individual
actor.

We will learn more about Saul Gorn and Turing machines in Chapter 2:
A Tatty Turing Tale. The word “tatty” is a synonym for “worn out” and
it is indeed a worn-out tale — at least for historians today — that Turing
supposedly invented the modern computer. It is likely that you know
somebody who proclaims that Turing is the inventor of the computer
because his 1936 theory was a prerequisite for later breakthroughs in
engineering. Chapter 2 reveals that this romantic view of scientific
progress is misleading to say the least. Chapter 3 illustrates that there is
a Dutch exception to the rule.!

The overarching theme of the present book, then, is the relationship
between theory and engineering. Two specific topics are the histo-
riographical mistakes and category mistakes made by researchers of
standing in their quest for a utopian world, a world in which the role of
mathematics in engineering is intended to be that of a queen rather than
a humble servant.?
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My meta-challenge is to convince the reader that thorough historical
and philosophical investigations into computer science can advance
computer science itself. As I will argue in this chapter, there is a marked
difference between the computer scientist of today and the computer
scientist of tomorrow.

1.1 John Reynolds and Turing’'s 1936 Paper

In order to adhere to academic standards, Gerard Alberts, a historian
of mathematics and computing, has advised me to avoid using
technological and theoretical concepts such as ‘program,” ‘compiler,” and
‘“universal Turing machine,” as the subjects of my sentences. Disregarding
his advice often amounts to writing expositions in which one line of
thought dominates the entire story. For example, if I choose as a subject
matter Turing’s 1936 paper [320], or more specifically, the connection
between Turing’s 1936 universal machine and modern computers, then
it becomes very tempting to view the history of computing in terms
of those few people who grasped that connection early on. Turing,
for example, already saw a connection around 1944. This observation
alone, however, does not make him an influential actor in the history of
science and technology. By following Alberts’s advice, the scholar loses
the inclination and the temptation to paint the history of computing as
a continuous stream from Turing’s 1936 paper to the stored-program
computer. The scholar will fail in explaining every advancement in
terms of Turing machines, and this is to the good.

The late Michael Mahoney warned his fellow historians not to fall into
the trap of viewing everything with the same glasses. The computer,
Mahoney said specifically, is not one thing but many different things.
He continued as follows:

[TThe same holds true of computing. There is about both
terms a descriptive singularity to which we fall victim
when, as is now common, we prematurely unite its multiple
historical sources into a single stream, treating Charles
Babbage’s analytical engine and George Boole’s algebra of
thought as if they were conceptually related by something
other than twentieth-century hindsight. [234, p.25-26]

In my own words, then, the multitude of computer-building styles,
programming habits, receptions of Turing’s work, interpretations of the
terms “recursion” and “computer program,” and so on should be placed
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front and center by computer scientists and historians alike. Terms such
as “general purpose” and “Turing universal” had different meanings
for different actors, and their usage as synonyms is only justified if this
conforms with the historical context. I take Mahoney’s challenge to
mean that we need to handle each and every term with great care.

Unfortunately, Mahoney “never took up his own invitation,” says
Thomas Haigh in the introduction of Mahoney’s collected works [234,
p-5,8]. Men like John McCarthy, Dana Scott, Christopher Strachey, Turing,
and John von Neumann appear in almost every chapter in Mahoney’s
collected works, but, as Haigh continued,

[W]e never really learn who these people are, how their
ideas were formed and around what kind of practice, what
their broader agendas were, or whether anything they said
had a direct influence on the subsequent development of
programming work. [234, p.8]

Mahoney did occasionally provide some insights about the aforemen-
tioned men. Coincidentally or not, the rare passages in which he did also
comply with the writing style advocated by Alberts, as the following
excerpt from Mahoney’s oeuvre illustrates.

Christopher Strachey had learned about the [lambda]-calculus
from Roger Penrose in 1958 and had engaged Peter J. Landin
to look into its application to formal semantics. [234, p.172]

Words such as these inform the reader about several historical actors,
their social networks, and their research objectives.

In general, however, Mahoney much preferred technological concepts
over historical actors.> One instructive example comes from his 2002
work, in which he stated that:

The idea of programs that write programs is inherent in the
concept of the universal Turing machine, set forth by Alan M.
Turing in 1936. [234, p.78-79, my emphasis]

This statement, which has an idea as subject matter, is anachronistic.
Turing’s 1936 paper was not at all about programs that write programs.
Turing’s universal machine did not modify its own instructions, nor did
it modify the instructions of the other machines that it simulated.

Instead of alluding to compilers, as Mahoney did, one could perhaps
refer to interpreters when attempting to document the importance of
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Turing’s 1936 paper. After all, interpreters emulate programs — loosely
speaking. The following sentence is technically more accurate:

[Turing’s] universal machine in particular is the first example
of an interpretative program. [88, p.165]

These words come from the eminent logician Martin Davis who has
made great strides in explaining to the layman the importance of logic is
in computer science. The subject in Davis’s sentence is Turing’s universal
machine, not a historical actor. From Alberts’s perspective, then, it is
tempting to rewrite, and in my opinion improve, the wording. My first
suggestion is to write:

During the early 1960s, John McCarthy viewed a universal
Turing machine as an interpretative program.

This sentence limits the scope of Turing’s influence by focusing on
McCarthy and the years in which he thought about interpretative
programs (in the modern sense or in 2 more modern sense of the word).

My second, more elaborate, suggestion is to write:

In the 1950s, when interpreters were built, leading computer
programmers like McCarthy did not initially view Turing’s
universal machine as an interpretative program in a practical
sense. Although McCarthy had by 1960 already written a
paper [238] in which he had connected the universal Turing
machine to his LISP programming system, he did not see the
practical implication of LISP’s universal function eval. It was
his student Steve Russell who insisted on implementing it.
After having done so, an interpreter for LISP “surprisingly”
and “suddenly appeared”.*

The previous fragment informs the reader about McCarthy and his
research team, partially capturing how Turing’s 1936 universal machine
eventually led to McCarthy’s interpreter for LISP. The passage does
not disregard the possibility that others had already made some kind
of a connection between a universal Turing machine and programming
technology in earlier years. However, if one wants to make a general
claim about Turing’s legacy, then he or she should first do the hard work
of finding several specific actors for which the claim holds.

Taken at face value then, Mahoney’s oeuvre gives the false impression
that several influential historical actors, along with himself, thoroughly
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understood Turing’s 1936 paper and the logic literature in general.
“Computer science,” Mahoney postulated in 1997, “had come around
full circle to the mathematical logic in which it had originated” [234,
p-144]. However, this claim does not sit well with his own appeal to
avoid falling into the trap of viewing everything with the same — and
in this case, logical — glasses time and again. Nor does it sit well with
several primary sources and oral histories. For example, according to an
expert in Separation Logic, the late John Reynolds, understanding the
logical literature is “taxing.”

[Reynolds:] I'd better admit that I haven’t read Turing’s
1936 paper. I probably avoid old papers less than most
computer scientists, but I wasn’t trained in logic and thus
find the subject taxing to read (indeed, more to read than to
write). [288]

Men of the stature of Tony Hoare and Peter Naur had difficulty studying
Turing’s 1936 paper [98]. In addition, Davis’s remark at the end of
Christos Papadimitriou’s talk at Princeton in 2012 clearly shows that
prominent computer scientists, such as Papadimitriou, still do not fully
comprehend Turing’s 1936 paper either [270].

In his monumental book A Science of Operations [280], Mark Priestley
documented the interaction between theory and practice in the develop-
ment of computing, starting from the early work of Charles Babbage and
ending with the programming language Smalltalk, thereby providing
a coverage that has yet to be matched by fellow historians. Based on
his work and on some of my own research, I now list seven influential
publications of the 1950s-1960s. Each publication played an important
role in transferring ideas from logic to computing.

e 1950: Turing’s Computing machinery and intelligence [322]

e 1950: Paul Rosenbloom'’s Elements of Mathematical Logic [294]
e 1952: Stephen Kleene's Introduction to Metamathematics [202]
e 1954: Andrey Markov Jr."s Theory of Algorithms [197]

e 1958: Davis’s Computability and Unsolvability [86]

e 1958: Haskell Curry & Robert Feys’s Combinatory Logic,
Vol. 1[78]



JOHN REYNOLDS AND TURING'S 1936 PAPER 7

® 1967: Marvin Minsky’s Computation: Finite and Infinite Ma-
chines [245]

The influence exerted by most of the publications listed above has yet to
be thoroughly investigated in future work. Turing’s scholarly legacy in
computer science, not to mention that of Emil Post, Alonzo Church and
others, has yet to be described.

Priestley has discussed the influence of the first publication at length
in ‘Logic and the Invention of the Computer” [280, Ch.6]. Priestley
argued that Turing had little influence in the 1940s (and in computer
building in particular) but that his 1950 paper, ‘Computing machinery
and intelligence,” was “a turning point in the characterization of the
computer as a universal machine” [280, p.153]. “After 1950,” he wrote,
“it became common to describe electronic digital computers as being
instantiations of Turing’s concept of a universal machine” [280, p.124].
Furthermore, he writes:

Following 1950, [Turing’s 1950] paper was widely cited, and
his characterization accepted and put into circulation. [280,
p-153]

These words by Priestley give the unfounded impression that most
computer practitioners became acquainted with Turing’s work during
the 1950s. If I now name people who did not grasp, read, or come across
Turing’s work, Priestley’s readership will think that these are exceptions.
By the late 1950s, Turing’s work had indeed become increasingly popular
in some niches of computing (see Chapters 2 and 3). However, if
anything at all can be stated about the majority of computer practitioners,
then it is that they either did not yet understand the all-purpose nature
of the computer, or they did but without having resorted to (a re-cast
version of) Turing’s work [98]. Ideally, and following Alberts, neither
Priestley nor I should be making claims about the majority of computer
practitioners in the first place. Instead of taking Turing’s 1950 paper as a
subject, as Priestley has done in the above passage, a historical actor or a
well-defined group of historical actors could be chosen instead, thereby
limiting the scope of Priestley’s claim regarding Turing’s influence.’

To conclude, then, I urge computer scientists and historians to respect
the various receptions of Turing’s work. Furthermore, let us view our
past not solely as an application of Turing’s 1936 paper but also as a
history of struggling to understand what Turing’s 1936 paper has to offer
to some, perhaps many, but definitely not all of us. This brings me to
my final introductory remarks about Chapters 2 and 3, chapters which
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I wrote with the previously explained methodology and motivation in
mind. Both chapters cover the 1950s and the role that Turing’s 1936
paper played in the emerging discipline now called computer science.
Chapter 2 focuses on Anglo-Saxon developments and Chapter 3 zooms
in on the Dutch cities Delft, The Hague, and Amsterdam. It was in
Delft and later in The Hague where Turing’s 1936 paper did influence
computer building to an exceptional extent, both on an academic level
and in an industrial European-wide context due to the extraordinary
work of Willem van der Poel.

My main interests in Chapters 2 and 3 are, again, the relationship
between modern logic and engineering and the way in which this
relationship is erroneously portrayed today, albeit often unintentionally,
in order to advance a particular research agenda.

1.2 Michael Hicks and Formal Verification

Viewing a universal Turing machine and a stored-program computer as
one and the same amounts to making a trivial, yet common, category
mistake. Jack Copeland is perhaps the most renowned scholar who
insists that Alan Turing came up with “the stored-program universal
computer” as a “single invention” in 1936. Andrew Hodges, Martin
Davis, and others have, in turn, complained about Copeland’s viewpoint
and I suspect that Turing would do the same if he were still alive today.®

Why would Turing, of all people, mistakenly view his mathematical
model of computation, now called a Turing machine, as a concrete
physical object such as a stored-program computer? A Turing machine
can be practically realized in multiple ways, and a stored-program
computer is just one of them. Furthermore, and as I will highlight
repeatedly, a Turing machine is only one possible model of a computer.

Category mistakes are not limited to digital systems, however. Engineers
in all areas use models and can potentially fall into the trap of mistaking
the model for reality. Dave Parnas told me that one of his favorite
examples in this regard is Ohm’s Law, which states that V = I x R.
In reality, the ratio between current (I) and voltage (V) varies, i.e., the
relationship is not actually linear. Engineers can use this law to analyze
a circuit and verify that it has the desired behavior only to find that the
circuit fails in certain conditions. Parnas gives the following example:

The circuit may overheat and the resistance (R) will change.
Ohm’s Law can be made an accurate description of the device
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by adding conditions, e.g. V — [ x R < Jifa < I < betc. The
result will be much more complex, but it will give conditions
under which the model is accurate. Even this is a lie, as
it makes assumptions about ambient temperature and the
aging of the components that are not stated.”

Parnas’s main point is that engineers must be aware of the limitations
of models as descriptions. More on Parnas’s views can be found in the
proceedings of The Future of Software Engineering, a workshop held in ETH
Zurich in November 2010 [103, 255]. Parnas concludes by noting that
this awareness is completely missing from the UML (Unified Modeling
Language) and MDE (Model-Driven Engineering) literature. Can the same
be said about the programming language literature? The full answer to
this question is given in Chapter 6.

Of course, one could argue that researchers frequently choose to craft
their sentences with brevity in mind and that they are well aware of
the fact that they are, strictly speaking, making small category mistakes;
surely, they must know that these are models. This is precisely the
kind of response I received from a POPL referee a few months ago with
regard to my rejected paper, entitled: ‘Category Mistakes in Computer
Science at Large.” (POPL is an abbreviation for Principles of Programming
Languages and the contents of the aforementioned paper constitute
Chapter 6.) When I gave this kind of response to the colleague who
brought to my attention the statement about Godel and time travel, he
insisted that some physicists really do believe that Godel proved that
time travel is possible. As this book will reveal to the neutral scholar, the
same can be said about a large number of computer scientists.

Similar remarks were made by the mathematician Vladimir I. Arnold in
1997:

The mathematical technique of modeling consists of [...]
speaking about your deductive model in such a way as
if it coincided with reality. The fact that this path, which
is obviously incorrect from the point of view of natural
science, often leads to useful results in physics is called
“the inconceivable effectiveness of mathematics in natural
sciences” (or “the Wigner principle”). [15, my emphasis]

The mathematical technique of modeling is undoubtedly useful in
practice. However, society will fare even better when the vices of
modeling are also placed front and center every now and then.
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Coming to formal verification, then, several prominent computer
scientists — some of whom I have met and talked to many times —
actually believe the following statement:

... full formal verification, the end result of which is a proof
that the code will always behave as it should. Such an
approach is being increasingly viewed as viable. [176]

These words come from Michael Hicks, who said in 2014 that we can
have a mathematical proof of the behavior of an engineered system. The
best we can actually do — as already pointed out by Brian Cantwell
Smith [303], James Fetzer [125], and Timothy Colburn [72] in previous
decades and in a technically more refined way in the present book — is
to prove certain mathematical properties of one or more mathematical models
of the running system. This small nuance will presumably be readily
accepted by many readers, but I hope to bring more conceptual clarity
to the table in the sequel.®

Rice’s Theorem Under Attack

Let us consider some of the alleged practical implications of Rice’s
theorem. Here, my own thoughts become more visible, since the writings
of Fetzer and the other two aforementioned philosophers do not cover
computability theory.

For the uninitiated, Figure 1.1 presents Wikipedia’s description of Rice’s
theorem. For both the uninitiated and the initiated, Figure 1.1 comes
very close to illustrating a category mistake, and therefore exemplifies a
lack of conceptual clarity that I hope to remedy in the present book. I
will also return to Figure 1.1 in the final chapter.

Stepping away from Wikipedia for now and coming to Hicks’s
discussion on software bugs and Rice’s theorem, this is how Hicks
defines a “sound” mathematical analysis:

A sound analysis is one that, if there exists an execution that
manifests a bug at run-time, then the analysis will report the
bug. [176]

Note that the first occurrence of the word “bug” refers to an event in the
real, physical world. The second instance of the same word refers to a
mathematical model of a bug (and only indirectly to the manifested bug
in the real world). For the sake of clarity — and at the expense of some
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In computability theory, Rice's theorem states that all non-trivial,
semantic properties of programs are undecidable. A semantic
property is one about the program’s behavior (for instance, does
the program terminate for all inputs), unlike a syntactic property
(for instance, does the program contain an if-then-else statement).
A property is non-trivial if it is neither true for every program,
nor for no program.

We can also put Rice's theorem in terms of functions: for any
non-trivial property of partial functions, no general and effective
method can decide whether an algorithm computes a partial
function with that property. Here, a property of partial functions
is called trivial if it holds for all partial computable functions or
for none, and an effective decision method is called general if it
decides correctly for every algorithm.

Figure 1.1: Wikipedia’s description of Rice’s theorem portrays rather
accurately how it is taught in academia today in the sense that the first
paragraph comes very close to illustrating a category mistake. (How
close depends on how careless one answers the question: What, precisely,
is a program?) This mistake is discussed at length in the present book.
The second paragraph is less problematic but is not very accessible to the
average computer scientist for it requires prior knowledge of partially
computable functions and computability theory in general. For the
record: I accessed the Wikipedia site on October 26, 2016.

brevity — it is worthwhile to make this categorical distinction explicit af
least once, as I am doing here and will do throughout most of this book.

Another important remark is that if the first occurrence of “bug” indeed
refers to an event in the real world, then so does the word “execution.”
However, the mathematical analysis has to rely on a mathematical notion
of execution. A distinction is therefore required between a ‘real execution’
and a ‘mathematical execution.” The former belongs to the category of
concrete physical objects, while the latter belongs to the category of
abstract objects.

Furthermore, Hicks’s ‘mathematical execution” denotes a mathematical
object in conformance with his chosen model of computation. Somebody
else — following, say, Edsger Dijkstra’s or Parnas’s schools of thought,
described below — might choose another model of computation. So
it would be clearer if Hicks would also make his chosen model of
computation explicit in his definition.
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In other words, a sound analysis says something about a mathematical
model and only indirectly something about the computer program that
is being modeled. Furthermore, since someone else can choose another
model for the same computer program, it is misleading to suggest that
there is a one-to-one interdependence between the computer program
and the chosen mathematical model.

Similar remarks can be made about Hicks’s definition of a “complete”
analysis, which is as follows:

On the flip side, a complete analysis is one that, if it reports a
bug, then that bug will surely manifest at run-time. [176]

Again, a mathematically modeled bug (which the analysis “reports”)
is categorically distinct from a bug encountered during the “run-time”
execution of a computer program. They are not the same thing.

Am I right to conclude that Hicks and other programming language
specialists often think they are directly referring to both their mathe-
matical model and the actual computer program? (Chapters 5 and 6
will delve into these matters further.) Later on, Hicks provides the
following statement, which I, as a ‘POPL outsider,” have genuine difficulty
in comprehending:

Ideally, we would have an analysis that is both sound and
complete [Yes], so that it reports all true bugs, and nothing
else [No!]. [176]

This statement can only be correct if the category of abstract objects
coincides with the category of concrete physical objects. However, since
a bug encountered during program execution is categorically different
from a mathematical bug, what does Hicks’s sound and complete
analysis actually report? Does it report

1. bugs manifested during program execution,

2. mathematical bugs, or

3. both?
Again, I claim that the correct answer is 2. Hicks’s analysis reports about
mathematical bugs, that is, mathematically modeled bugs. Does Hicks

think the answer is 3., in the sense that both categories coincide? Or
am I wrong to question whether there is a one-to-one interdependence
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between the computer program and a well-chosen mathematical model
of the computer program?

To recapitulate, at least as far as my understanding goes: a perfect
mathematical analysis (in the sense that it is both sound and complete)
cannot guarantee something about the real world, including the behavior
of the engineered system under scrutiny along with the bugs that
manifest themselves in the process. This would only be possible if
the mathematical object and the engineered system belong to the same
category (and, moreover, if we can specify absolutely everything about
the engineered system in a concise and useful manner). A sound and
complete analysis can provide engineers with extra confidence that their
system will behave appropriately in the real world and nothing more.

To continue with Hicks’s views on formal verification, it should also
be mentioned at this point that, contrary to Hicks, computer scientists
following Dijkstra and Adriaan van Wijngaarden would mathematically
model a computer program — such as a C computer program — with a
Turing-incomplete model of computation and, specifically, with a finite
state machine.” I therefore also struggle with what I take to be Hick’s
subsequent suggestion, which is only to use Turing-complete languages
when mathematically modeling computer programs:

Unfortunately, such an [ideal] analysis [which is both sound
and complete] is impossible for most properties of interest,
such as whether a buffer is overrun (the root issue of
Heartbleed). This impossibility is a consequence of Rice’s
theorem, which states that proving nontrivial properties of
programs in Turing-complete languages is undecidable. So
we will always be stuck dealing with either unsoundness or
incompleteness. [176]

I certainly agree with Hicks that if we use a Turing-complete language,
then we cannot ignore an important consequence of Rice’s theorem,
namely that “proving nontrivial properties” of our mathematically mod-
eled computer programs (expressed in our Turing-complete language)
“is undecidable.” However, engineers such as Parnas resort to multiple
models to describe buffer overflows (pertaining to, say, a C computer
program), including models that are described with a Turing incomplete
language. The bottom line is that engineers do not have a preference for
sticking to a single modeling language, nor do they advocate a Turing-
complete language per se.

Contrary to many (if not most) programming language specialists,
engineers do not want to attach precisely one meaning to each computer
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program. An engineered system can be mathematically modeled in
more than one way; each model has its pros and cons. I can model
my computer with both a finite state machine and a linear bounded
automaton without contradicting myself. Likewise, I can mathematically
model my C computer program in multiple, complementary ways, for
example with a finite state machine, with primitive recursive functions,
and with general recursive functions. The richness lies in the multitude
of ways in which reality can be mathematically modeled, and I hope to
convey this richness in the remainder of this book.

1.3 Abusing the Halting Problem

The analysis presented so far shows that, at the very least, a categorical
distinction is required between computer programs and mathematical
programs. The term “mathematical program” is used from now on as
an abbreviation for “a mathematical model of a computer program.”

Another obvious distinction that is worth making explicit at least once is
the distinction between computers (which include laptops and iPads) on
the one hand and their mathematical models on the other hand. Strictly
speaking, then, it is wrong to say that:

A computer is a finite state machine.

Once again, this is like speaking about a mathematical model (the finite
state machine) as if it coincides with reality (the computer). But making
this observation explicit in computer science, as I am doing now and as I
have done in my rejected paper entitled ‘Category Mistakes in Computer
Science at Large,” seems to be rather unusual.

My paper on Category Mistakes was rejected by two POPL referees
for some very good reasons, albeit non-technical ones. I shall have
more to say about the reviews I received in Chapter 5. For now, it is
important to note that my rejected POPL paper contains quoted reviews
from anonymous referees of the Communications of the ACM (CACM).
With regard to these CACM review comments, here is what the first POPL
reviewer had to say:

I’'m not sure why CACM reviewers would ignore the difference
between real-world systems and their mathematical models.
I don’t actually see that mistake in the quoted reviews [in

your paper].
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I am afraid that the reviewers of the CACM have applied faulty reasoning,
and I have illustrated precisely this in my POPL paper. I shall illustrate
some of this faulty reasoning in the next section, leaving the rest for
Chapter 6.

Computers vs. Mathematical Models

Strictly speaking, a computer is not a finite state machine. The former is
a concrete physical object which can be mathematically modeled by the
latter, which is an abstract object. Here then is the first comment that I
have received from a referee of the CACM:

My laptop is a universal Turing machine, but its tape size is
of course limited by the finiteness of human resources.

If you limit the tape size of a universal Turing machine, you may end
up with, say, a linear bounded automaton or even an automaton that is
computationally equivalent to a finite state machine. You thus end up
with another mathematical model of computation but not with a laptop
(i.e., a concrete physical object). To be more precise, I stress that:

You cannot use human resources to limit the size of a
mathematical object, i.e., the tape. Note that the “tape” indeed
denotes a mathematical object and not a physical object,
contrary to what the word “tape” seems to suggest.

You can introduce mathematical restrictions to limit the size of a
mathematical object; likewise, you can use human resources to limit
the size of a concrete physical object, such as a laptop. However, once
again:

A Turing machine is a mathematical object, it is not a
computer. This is contrary to what the word “machine” seems
to suggest.

I'understand the CACM reviewer’s train of thought. I, too, was educated
as a computer scientist and I used to speak about my mathematical
model as if it coincided with reality. The right way to put it, once again,
is as follows:

Placing finite bounds on an abstract object (Turing machine)
does not make it a concrete physical object (laptop). Instead,
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it results in another abstract object (e.g., a linear bounded
automaton or a finite state machine) that can potentially serve
as another mathematical model for the physical object at
hand.

I agree that these words convey a very trivial distinction. However,
missing this distinction can easily lead to faulty reasoning. Only a
mathematical language can be Turing complete; it thus makes no sense to
question whether your iPhone is Turing universal or not (as, for instance,
did almost all my computer science students at Utrecht University in
2015). Unfortunately, statements of this kind can be found all over
the place, not only in peer reviews but also in articles and in books,
published by reputable publishers. I have even had discussions with
colleagues who start proving on the blackboard and in the classroom
that my laptop is a universal Turing machine after all. They really think
they are giving a mathematical proof about my laptop. I emphasize, once
again, that:

It is a mathematical model of a laptop that may or may not
be Turing universal, not the laptop itself. Yet, anonymous
referees of computer science’s flagship journal, the Com-
munications of the ACM, disagree with this statement and
erroneously place both objects in the same category. This is
where a seemingly innocent category mistake occurs.

Comparing a laptop with a Turing machine is only warranted with the
proviso that we all agree we are reasoning across separate categories.

A Big Category Mistake

Grasping the significance of seemingly obvious categorical distinctions
is not easy; here is yet another response that I have received from a
referee of the CACM and which I have also reported in my rejected POPL

paper:

What does the undecidability proof of the halting problem
for computer programs actually tell us? Like diagonalization
proofs in general it may be viewed finitely as saying that,
if there is a bound M on the size of accessible computer
memory, or on the size of computer programs, or any other
resource, then no computer program subject to the same
resource bounds can solve the problem for all such computer
programs.
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The previous remark and the follow-up remark, presented below, are
only correct if we accept the following two assumptions (both of which
are wrong):

1. A computer program is a synonym for a mathematical program.

2. The mathematical program (mentioned in the previous sentence)
must be equivalent to a Turing machine program and not to, say, a
primitive recursive function.

The reason why the second assumption has to hold is merely because
the referee is referring to the halting problem of Turing machines.
Continuing with the remarks made by the anonymous referee:

If computer program A solves correctly all halting problems
for computer programs respecting bound M, then the
counterexample computer program T must exceed that
bound, which is why A fails for T. To solve problems of
computer programs, one needs an ideal program.

This quote hints at a distinction that must be made between finite and
infinite objects (with the latter being labeled “ideal”); however, the
categorical distinction between computer programs and mathematical
programs goes completely unnoticed. This is where a big category
mistake occurs. The undecidability proof of the halting problem
concerns mathematical programs only and not computer programs. The
diagonal argument can only be applied to mathematical objects, not
engineered artefacts. Thus, while the referee thinks this is a mathematical
argument, in fact this is faulty reasoning. The referee is not proving
something about computer programs but something about a *particular*
mathematical model of a computer program! So much for mathematical
rigor.'0

1.4 Pluralism to the Rescue

Based on the above analysis it is now possible to provocatively define
both a computer scientist of today and one of tomorrow. A computer
scientist of today is somebody who conflates:

¢ a Turing machine and a computer,

¢ a Turing tape and a physical tape,
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¢ a mathematically modeled bug and a bug encountered during
program execution, and

¢ a mathematical object and a computer program.

Moreover, the mathematical object denoted in the last item must be
a Turing machine or some object computationally equivalent to it. (I
realize that programming language experts do not work with Turing
machines per se; however, this is rather beside the point.)

The computer scientist of tomorrow, by contrast, is sensitive to the
aforementioned categorical distinctions and, furthermore, is receptive to
the multitude of answers to the seemingly simple question:

What is a computer program?

Today, we know that the “computer program” concept has acquired at
least four meanings during the course of history. It can refer to:

1. a physical object a la Maurice Wilkes in 1950 and Dave Parnas in
2012,

2. amathematical object of finite capacity a la Edsger Dijkstra in 1973,

3. a mathematical (Turing-machine) object of infinite size a la
Christopher Strachey in 1973, and

4. a model of the real world that is not a logico-mathematical
construction a la Peter Naur in 1985 and Michael Jackson today.!!

Moreover, wearing my philosophical hat, I will follow Raymond
Turner’s recent analysis [325] and view a computer program as a
technical artefact.!? I shall define and use this fifth interpretation of
what a computer program entails in Chapter 6.

The multitude of interpretations of what a computer program entails
is an example of epistemic pluralism. In addition, computer scientists
have not consistently followed a single interpretation of a computer
program in their writings. Marvin Minsky’s 1967 book, Computation:
Finite and Infinite Machines [245], for example, uses the word “program”
on page 25 to refer to data and instructions that fit in the real, finite
memory of a physical computer (that is, as a physical object). On page
153, by contrast, the very same word refers to a mathematical object of
“unlimited storage capacity,” akin to a Turing machine. Likewise, Tony
Hoare consistently used the word “computer” in 1969 to refer to a real
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physical device, while in his 1972 paper ‘Incomputability’ [181] the very
same word sometimes refers to a finite, physical device and sometimes
to a mathematical abstraction in which “infinite computations” can arise.

In sum, historical actors have not always explicitly distinguished
between real artefacts and their models, let alone between all the
aforementioned meanings of a “computer program.” In the words of
Bernadette Bensaude-Vincent, “epistemic pluralism is a major feature of
emerging fields” [332] and I hope my readers will come to appreciate
that computer science is still too young a field to be any different.

1.5 Arthur Fleck’s Reflections & Raymond
Boute’s Scrutiny

The two cherries on the cake are Chapter 4 and Chapter 7, written by
Arthur Fleck and Raymond Boute, respectively. When a software scholar
receives personal reflections and detailed scrutiny from two historical
actors, along with the implicit question about whether and where their
narratives can be published, the scholar experiences one of his finest
days.

Arthur Fleck is former chairman of the Computer Science Department
of the University of Iowa. His personal and technical recollections on
programming language history — on FORTRAN, ALGOL 60, EULER, APL,
SNOBOL4, Smalltalk-80, FP, Miranda, and Prolog — are an absolute
delight to read and I am confident that fellow historians will buy this
book for Chapter 4 alone.

Raymond Boute is professor emeritus in formal methods from INTEC
Department of Information Technology, Ghent University. He questions
the understanding of basic concepts and the function concept in particular
in Chapter 7. Complementary to my focus on the informal aspects of
computer science, Boute advocates elementary use of symbolism to
support the textual definitions at hand. I believe next generations of
formal methodists can benefit greatly from reading Chapter 7.



Endnotes

T wrote most of Chapters 2 and 3 a few years ago and the careful
scholar will observe that some statements made in the endnotes
exemplify category mistakes. I think it is instructive to keep these
mistakes in the first edition of the present book.

ZParaphrasing Michael Jackson [193, p. 51].
3See my blog post on Michael Mahoney [99].

4See McCarthy’s recollections [239, p.191] and Herbert Stoyan’s
historiography [308].

°It should also be noted that the Turing machine model of computa-
tion has been over sold by computer scientists [35] and historians [99]
alike. But only in future work will I attempt to rectify this situation in a
more direct manner; e.g., by focusing on the legacy of Alonzo Church
and the topic of types in programming languages [237], and e.g., by
scrutinizing the relationship between reasoning and computing [116].

It should perhaps also be remarked that the technicalities in the
present edition of this book make it less accessible for some fellow
historians, which I regret and hope to remedy in the future.

6Sources: Copeland [76, p.3], Davis [90, p.147,166], and Hodges [183,
p-1994]. For a further discussion, see the present author’s paper ‘A
Turing Tale’ [101].

Paraphrasing Parnas, based on private correspondence with the
present author in early August 2016.

81 have written that “several prominent computer scientists ...
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actually believe ...” This statement is based on my own research and on
the many examples provided in the writings of Timothy Colburn [72]
and Donald MacKenzie [233].

9Details are provided in Chapter 6 along with the following definition:
a mathematical language is Turing complete when it is able to express all
partially computable functions [333, p.539].

0Three remarks are in order. First, to be more precise, the diagonal
argument can be applied only to mathematical objects if one wants to
maintain the claim that one is using the argument in a mathematical
proof.

7

Second, no harm is done in hijacking the term “computer program”
and using it as a synonym for a “mathematical program,” but only as
long as one does so (a) consistently and (b) without claiming that the
obtained result is an absolute claim about technology.

Third, and for the sociological record only, it should be noted that
the reviews received from the CACM are much more elaborate than those
from POPL. The CACM reviews convey more how each reviewer thinks
and are several pages long. In retrospect, this is perhaps to be expected;
the CACM is after all a journal, while POPL is an annual conference with a
well-defined scope of research.

'Two remarks. First, Strachey was passionate about the lambda
calculus rather than Turing machines, but this observation is less relevant
for the purpose of the present book. Second, I refer to my oral histories
with Naur and Jackson for more coverage on their views [96, 193].

12 consistently follow Turner in writing “artefact” (British English)
instead of “artifact” (American English) even though the rest of this book
is written in American English.

131 am particularly grateful to Thomas Haigh for his written and oral
feedback on multiple drafts of this chapter, starting in the spring of
2013. I also thank Nancy R. Miller and J.M. Duffin of the University of
Pennsylvania Archives and Jos Baeten of the ‘Centrum voor Wiskunde
& Informatica’ for funding my visit to the Archives.

4The minutes of that meeting state:

Bright reported that the Program Committee recommends
that the National ACM Lecture be named the Allen [sic] M.
Turing Lecture.
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